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**LPCC Assignment no. 02**

Problem Statement: Design suitable data structures &amp; implement pass-I of a two-pass Macro processor.

Objective:

1. Students will be able to design data structure for pass-1 of two pass assembler

Theory:

1. Assembler is a program for converting instructions written in low-level assembly code into relocatable machine code and generating along information for the loader.
2. It generates instructions by evaluating the mnemonics (symbols) in operation field and find the value of symbol and literals to produce machine code. Now, if assembler do all this work in one scan then it is called single pass assembler, otherwise if it does in multiple scans then called multiple pass assembler. Here assembler divide these tasks in two passes:
3. Pass-1: Define symbols and literals and remember them in symbol table and literal table respectively. Keep track of location counter Process pseudo-operations
4. Pass-2: Generate object code by converting symbolic op-code into respective numeric op code Generate data for literals and look for values of symbols

Program:

import java.io.BufferedReader;

import java.io.FileReader;

import java.io.FileWriter;

import java.io.IOException;

import java.util.Iterator;

import java.util.LinkedHashMap;

public class macrop1 {

    public static void main(String[] args) throws IOException {

        BufferedReader br = new BufferedReader(new FileReader("input.asm"));

        FileWriter mnt = new FileWriter("mnt.txt");

        FileWriter mdt = new FileWriter("mdt.txt");

        FileWriter fvsppl = new FileWriter("fvsppl.txt");

        FileWriter avsppl = new FileWriter("avsppl.txt");

        FileWriter pnt = new FileWriter("pntab.txt");

        FileWriter ir = new FileWriter("intermediate.txt");

        LinkedHashMap<String, Integer> pntab = new LinkedHashMap<>();

        String line;

        String Macroname = null;

        int mdtp = 1, kpdtp = 0, paramNo = 1, pp = 0, kp = 0, flag = 0;

        while ((line = br.readLine()) != null) {

            String parts[] = line.split("\\s+");

            if (parts[0].equalsIgnoreCase("MACRO")) {

                flag = 1;

                line = br.readLine();

                parts = line.split("\\s+");

                Macroname = parts[0];

                if (parts.length <= 1) {

                    mnt.write(parts[0] + "\t" + pp + "\t" + "\t" + mdtp + "\n");

                    continue;

                }

                for (int i = 1; i < parts.length; i++) // processing of parameters

                {

                    parts[i] = parts[i].replaceAll("[&,]", "");

                    fvsppl.write(parts[0] + "\n" + "------------------" + "\n" + "\n");

                    avsppl.write(parts[0] + "\n" + "------------------" + "\n" + "\n");

                    if (parts[i].contains("=")) {

                        ++kp;

                        String keywordParam[] = parts[i].split("=");

                        pntab.put(keywordParam[0], paramNo++);

                    } else {

                        pntab.put(parts[i], paramNo++);

                        pp++;

                        fvsppl.write(parts[i] + "\t\t" + "#" + i + "\n" + "\n" + "\n");

                        avsppl.write("\t\t" + "#" + i + "\n" + "\n" + "\n");

                    }

                }

                mnt.write(parts[0] + "\t" + pp + "\t" + "\t" + mdtp + "\t" + "\n");

                // fvsppl.write(parts[0]+"\n"+"\n"+"\n"+"\n"+"\n");

                kpdtp = kpdtp + kp;

                // System.out.println("KP="+kp);

            } else if (parts[0].equalsIgnoreCase("MEND")) {

                mdt.write(line + "\n");

                flag = kp = pp = 0;

                mdtp++;

                paramNo = 1;

                pnt.write(Macroname + ":\t");

                Iterator<String> itr = pntab.keySet().iterator();

                while (itr.hasNext()) {

                    pnt.write(itr.next() + "\t");

                }

                pnt.write("\n");

                pntab.clear();

            } else if (flag == 1) {

                for (int i = 0; i < parts.length; i++) {

                    if (parts[i].contains("&")) {

                        parts[i] = parts[i].replaceAll("[&,]", "");

                        mdt.write("(P," + pntab.get(parts[i]) + ")\t");

                        fvsppl.write(parts[i] + "\t\t" + "#" + i + "\n" + "\n" + "\n");

                    } else {

                        mdt.write(parts[i] + "\t");

                    }

                }

                mdt.write("\n");

                mdtp++;

            } else {

                ir.write(line + "\n");

            }

        }

        br.close();

        mdt.close();

        mnt.close();

        ir.close();

        pnt.close();

        fvsppl.close();

        avsppl.close();

        System.out.println("MAcro PAss1 Processing done."

                + "Check all outputs, "

                + "--------thnak you------ :)");

    }

}

Output:

![](data:image/png;base64,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)